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ABSTRACT

Geographic Information Systems manage data with respect to spatial location and that data is presented graphically as a map or sketch. Typically GIS tasks require graphical presentations at different levels of detail, ranging from overview scenes to detailed views. This is a general problem of visualization of information. Map generalization would solve this problem and efforts to achieve automated cartographic generalization were successful for specific aspects, but no complete solution is known.

In this paper we propose to store renderings of objects at different levels of detail in a database, which can then be used to compose a map. This is a trade-off between storage and computation.

1. WHY A MULTI-SCALE DATA STRUCTURE FOR CARTOGRAPHIC OBJECTS

Graphical sketches have become increasingly important as ad-hoc means of visual output from Geographic Information Systems (GIS). The requirements for these graphics are low in cartographic terms, namely fast visualization and presentation of the pertinent data only. In contrast, traditional maps have always been very sophisticated multi-purpose instruments.

Typically GIS tasks require graphical representations at different levels of detail, ranging from overview scene to detailed views [12]. They also call for a single database as basis for the tasks to perform [3]. Automated cartographic generalization would fulfill these requirements. Unfortunately no complete solution is known, although efforts were successful for specific aspects [6]. Generalization in cartography is a complex set of operations on graphical representations of objects, not on the object itself. The result is a commonly accepted or standardized representation of the object in a certain scale.

In this paper we propose to store renderings of objects at different levels of detail in a database. The proposed structure is a directed acyclic graph (dag). The renderings can then be used to compose a map. We restrict ourselves to the task of zooming and to the topographic scales (1:5000 - 1:100 000). The method is a trade-off between storage and computation.

When zooming, we discern two different operations or sub-tasks, namely selection for inclusion in a map and rendering:

Selection(of all objects from the dag according to constraints) -> SelectFrom (dag)
Rendering(of one graphical object) -> RenderGO (graphicalObject)
The approach extends ideas of hierarchies or pyramids and is related to quad-tress [21, 22] and strip-trees [2], but tries to generalize the hierarchical concept [18, 20] to include object representations of different dimension. The resulting dag structure is more complex than the hierarchical structures proposed in the literature so far, as objects may change their appearance completely. For example they change their spatial dimension, or change from a single object to a group of objects. Special attention requires the case that new objects appear when we zoom in.

This paper is structured as follows: after the introduction (chapter 1) the proposed data structure is explained (chapter 2). In chapter 3 the process of zooming in is examined. Chapter 4 summarizes the paper and gives an overview on future work.

2. THE PROPOSED DATA STRUCTURE

A map consists of clearly distinct features. One approach for structuring cartographic data is to consider cartography as a language with its own syntax and vocabulary [16, 19, 30]. These features are combined from a graphical vocabulary, which provides the atoms for graphical communication [5, 11, 14, 23]. Highly simplified, cartographic features can be differentiated by dimension (points, lines, areas) and the cartographic variations (object drawn as symbol, object representing a scaled representation, a feature associated with text, text without a delimited graphical feature). This results in roughly 12 categories [15].

The approach selected here is to construct a multi-scale directed acyclic graph (dag) for each object group that exists in a map and to specify rules for their interaction. Object groups are waterbodies, railroads, roads, settlements, labels, and symbols [10, 25]. They represent the first stage in a characterization of object features. The second stage will be realized through the 12 categories mentioned above.

In figure 1, a multi-scale DAG for houses is shown. At a very high level (meaning small-scale) the graphical object 'house' is not rendered at all, at a lower level it is rendered as a symbol, then as a generalized geometrical representation, and as a geometrical description. Between each of these renderings a jump in representation method is made.

In the next lower level, the geometry is depicted more clearly and it is shown, that the object is in fact an aggregated object, but the representation method remains the same. The most detailed rendering is again made possible through a jump in representation method.
Figure 1: An example for a multi-scale dag

2.1 WHY A DAG?

A dag is a well known and documented structure in graph theory [17] and it has many applications in the database area [9]. The logical data structure suited for zooming would be one that links object representations of one level or scale with object representations of another level or scale in a hierarchically fashion. In our structure the nodes of the dag contain the object representations and therefore the information necessary to render the objects. The directed links determine the direction of the zooming-in process.

2.2 MORE THAN ONE TREE MAKE A FOREST

In graph theory a forest is a collection of trees while trees are acyclic graphs [1, 17]. In our data structure each object group (waterbodies, railroads, roads, settlements, labels, and symbols) is represented by a forest (fig. 2). The whole collection of forests is again a forest.

Figure 2: An example for a forest

When implementing the structure we use an approach similar to the Reactive Tree [28]. The difference is that we first structure or classify the graphical objects and construct several trees that are spatially intertwined. They may then be represented in a reactive tree. There is
still research to be done to define the relationships between the different trees or forests in order to preserve topology between objects from different groups.

3. MOVING ABOUT IN THE STRUCTURE

Zooming is a concept that originates from the metaphor of the sound of an airplane flying towards the earth. This means getting nearer to the object of interest, seeing more detail. In computer graphics this has been partly realized as getting nearer to the focus of the window of interest while enlarging the information contained in the window (fig. 3a). Volta [29] studied a content zoom in which the categories of the window of interest are shown in more detail (fig. 3b). For example three major soil classes are differentiated into a detailed schema of several dozen classes. We identified the need for an intelligent zoom [8], that realizes both requirements for zooming (fig. 3c).

Figure 3a: A graphical zoom

Figure 3b: A content zoom

Figure 3c: An intelligent zoom

By intelligent zoom we understand a zoom operation, which respects the known principle of constant information density [4, 27]. It implies that more detail about objects become visible as the field of vision is restricted and the scale is increased. This leads immediately to an hierarchical data structure, where objects are gradually subdivided in more details. This hierarchical structure is applied to all geometric objects, not only to lines.
as in strip trees [2], to a pixel representation of an area as in a quadtree [21, 22] or the pyramid structures used in image processing [20].

3.1 OCCURRING CHANGES

The objects need to continually change their representation in order to allow for a continuous zooming. We examined the changes that objects undergo during the process of zooming [26].

Most of the changes (1-4, 6-7 in table 1) are not reflected in the data structure.

<table>
<thead>
<tr>
<th>continuous changes</th>
<th>discrete changes</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>slight change</td>
</tr>
<tr>
<td>1. no change in appearance</td>
<td>3. change in symbol</td>
</tr>
<tr>
<td>2. increase of scale</td>
<td>4. increase of detail</td>
</tr>
<tr>
<td></td>
<td>5. appearance of label</td>
</tr>
</tbody>
</table>

Table 1: Types of changes of object representations for smaller to larger scale

However, changes 5, 8, and 9 affect the data structure. The changes 'appearance of a label' and 'object appears' require a new link to come into the existing dag from the outside (fig. 4a).

Fig. 4a: Examples for the change 'appearance of label' and 'object appears'

The change 'split into several objects' requires that more than one link is leading from a single node (fig. 4b). Of these two structural changes, namely new link and several links from one node, the first is the more important one and also the most difficult to handle.

Fig. 4b: Example for the change 'split into several objects'
3.2 ZOOM-IN

There are two different operations when moving about in the data structure i.e. ZoomIn and ZoomOut. When zooming in we work our way in the direction of the links. This is the operation we want to consider here. Zooming-in is a function dependent on the window area, the number of graphical objects in the window, the current scale, the current level of descent in the data structure and the ZoomIn percentage.

\[ \text{ZoomIn} = F(\text{WA, NoGO, Percent, Scale, Level}) \]

where

- \text{WA} \quad \text{window area}
- \text{NoGO} \quad \text{number of objects in the window}
- \text{Percent} \quad \text{ZoomIn percentage}
- \text{Scale} \quad \text{current scale}
- \text{Level} \quad \text{current level of descent in the data structure}

The number of objects multiplied with the area of the object should be constant over the same map area [8]. This is the principle of constant information density. In our case, the map area corresponds to the window area, the follow-up window area can be calculated with the current scale, the ZoomIn percentage, and the current window area, and the area of the objects rendered is approximated by the area of the minimum bounding rectangle of that object.

4. WHAT’S LEFT TO BE DONE?

This paper has presented a multi-scale data structure to enable ‘intelligent’ zooming in Geographic Information Systems. The problem reaches into the still unsolved problem of automated generalization. Our solution attempts to shed a light from a different angle on this problem, and by solving one problem learn more about the other.

One of the problems encountered in this study is the small body of literature on cartographic formalization. We think, that more studies are needed in the formalization of cartographic knowledge and in cartographic theories. Displays should be more adaptable to users needs and their tasks instead of creating and presenting a static view of the data [13].

When continuously zooming, the jumps in representations could be smoothed by using a morphing algorithm. Literature on 2D-morphing of geometric features is abundant and well researched (see for example [24]).

The proposed data structure is very complex and still resists to be implemented. It has been shown that the graph concept can be implemented in the functional programming language GOFER [7]. The work is still in progress and comments and discussions are highly appreciated.
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